
^7 31
m-Q.

megratiortrwith SAT-Analyzer
I. D. Rubasinghe, D. A. Meedeniya, I. Perera 
Department of Computer Science and Engineering,

University of Moratuwa, Sri Lanka
ireshar@cse.mrt.ac.Ik, dulanim@cse.mrt.ac.lk, indika@cse.mrt.ac.lk

ABSTRACT Software artefacts are the intermediate by-products used in each 
phase of the software development life cycle (SDLC) towards the 
intended software product. Changes in software artefacts are the 
primary motivation in software evolution (l|. It is crucial to 
maintain the consistency between the software artefacts, with the 
increasing scope of a software system. This is due to the rapid 
generation of information across a large information space Thus, 
there is a requirement of the ability to describe and follow the 
artefact lifecycle. Without a well-defined traceability 
management between the software artefacts the consequences of 
different evolutions may result in expensive overheads in SDLC 
Further, improper traceability management may lead to failures 
of a product. Therefore, traceability of software artefacts is 
important for the software evolution process It strengthens the 
testability, maintainability and helps for system acceptance by 
providing consistent documentation [3| The improper 
management and outdated artefacts can lead to inconsistency 
among artefacts, synchronization issues and lack of trust in 
artefacts by stakeholders. Thus, it is significant to maintain the 
traceability throughout the SDLC.

The concept of DcvOps (Development-Operations) represents 
the integration of development environment and the operational 
environment that encourages developing systems rather than 
mere programs. DevOps ease the project management with 
communication, understandability. integration and bridging the 
gap between the development teams and operational teams. It 
increases the rate of change and deploys features into production 
faster [4]. There is a strong relationship between the quality of 
the software developed and the agility of the organization to the 
DevOps practices of software development [5]. Therefore, 
DevOps practices contribute to enhance these software quality 
attributes within continuous integration process.

SAT-Analyzer (Software Artefacts Traceability Analyzer) is a 
prototype tool developed previously, with the intension of 
traceability management [6] (7] [S]. It includes a core engine for 
traceability establishment and visualization. However, it mainly 
considers software artefacts such as natural language based 
requirements, UML class diagrams, and Java source code for 
traceability management as of nowr; the integration of DevOps 
practices along with continuous integration is explored. This 
paper mainly explores extensive related research and proposes an 
optimised framework for traceability management with 
continuous integration.

The paper is organized as follow's: Section 2 presents related 
approaches in traceability management including change 
detection, impact analysis, change propagation and consistency 
management. Section 3 evaluates the literature and the proposed 
framework is elaborated in Section 4. Finally, Section 5 
concludes the paper with future research directions.

Software system engineering is rapidly growing to larger scales 
and software maintenance tends to be complex. The number of 
involving software artefacts increases with the growth of 
software systems Thus, different software development 
methodologies, processes and practices are getting introduced to 
ease the software management Consequently, the management 
of excessive software artefacts is also important towards a 
successful maintenance. Therefore, the notion of traceability 
management of software artefacts is given prominence along 
with continuous integration. This paper explores the existing 
traceability management approaches to propose an optimized 
framework that overcomes current limitations. Hence, the 
previous work of this research. SAT-Analyzer. which is a 
prototype tool, is extended to support continuous integration with 
DevOps practices.
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1. INTRODUCTION
Software systems, in today’s context, arc considered as critical 
business assets. Change of a software system is inevitable and 
required to be updated continuously in order to maintain the 
value of these assets. Hence, software evolution is preferred over 
building completely new software systems due to the cost and 
time benefits [I], Generally, software evolution occurs in a 
software system life cycle at a stage where it is in active 
operation and is evolving due to new requirements. The software 
evolution mainly depends on the type of software being 
maintained; involved in the development processes and continues 
within the software system lifecycle. The evolution is highly 
coupled with the components that arc affected by the change; 
hence the cost and change impact can be estimated [2],
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The event-based approaches use the events occurring during 
software development activities to maintain traceability links 
Accordingly, the deletion of an artefact can be made as a trigger 
to delete all'the connected traceability links to it. Many related 
work has achieved this using similar conceptual techniques such 
as publish and subscribe mechanism for connecting traceability 
maintenance tasks to particular events [12] The requirements 
and source code arc classified as mandatory inputs to the 
hypertext-based traceability maintenance approaches, whereas 
conformance analysis is identified as complementary inputs [3], 
This has used XML and the types of software artefacts are 
viewed as constraints on one another. A set of constraints are 
provided in the constraint-based approaches that must not be 
violated by any traceability link [13] The traceability links that 
are not clearly referenced in any constraint are considered to be 
consistent by default The transformation-based approaches have 
shown that artefacts generated through model transformations 

be enriched to generate traceability links [12], However, it is 
still found to be contradictory in practice. Furthermore, graph- 
transformation based methodologies are involved in to define, 
identify and maintain the traceability links in this domain [14],

Alternatively, Design Decision Tree (DDT) provides ability to 
connect requirements to aicliilecluie decision and design 
elements under traceability establishment. There is a model 
named ‘Architecture Rationale and Elements Linkage (AREL)’ 
that has targeted traceability in the design rationale modeling 
using the conceptual UML notations [15], It can be used to 
capture relationships between only the two entities: architecture 
rationale and architecture elements.

2. TRACEABILITY APPROACHES
2.1 Terminology
A range of software artefacts is involved throughout the SDLC. 
Some of the early stage artefacts are Software Requirement 
Specification (SRS), design diagrams, architectural documents 
and quality attributes or the non-functional requirements reports 
and source code. Test scripts, walkthroughs, inspections, bug 
reports, build logs and test reports, configuration files, user 
manuals are important artefacts present in the latter stage 'of 
SDLC. Nevertheless, there is a relationship between the primary 
artefacts witli the final deliverables of the software product Thus 
the consistent management of software artefacts contains 
significant importance in fine-tuning the software products.

1
I■
] Software artefact traceability, which is a key notion in the 

software evolution, refers to the ability of building and tracking 
the relationships among'artcfacts b'otli backward arid forward [3] 
Traceability of different software artefacts can be among 
homogeneous, or heterogeneous such as requirement to design 
traceability and design to source code traceability, for example. 
Requirement traceability shows the dependencies between 
requirements and among the requirements and design/ code of a 
software system. Thus, the artefact management is essential to 
maintain adequate consistency in approaching towards a software 
product. Hence, the notion of software artefact traceability 
facilitates to overcome the inconsistencies in software artefacts

DcvOps concept motivates, towards the reduction of the gap 
between development and operations teams' [9].' In a DevOps 
environment, significant software artefact changes arc expected 
rapidly. Thus, there is a requirement of determining and 
analysing the resulted impact of the traceability to make accurate 
change acceptance decisions in a DevOps environment [5].

2.2 Traceability Management
The major challenges in tracing software artefacts arc due to 
different formats, abstraction levels and lack of defined data 
format for artefacts [10]. Extracting relcvarit'data arid analyzing 
the content of the artefact is one of the primary techniques 
towards the traceability link generation. When text is used to 
provide descriptive details of the informal semantics in artefacts, 
the frequently involved pre-processing steps can be identified as 
text normalization, identifier splitting and stop wordremovaL

Traceability provides a..logical ,connection b.elwiam..artefacts, of 
the software development process. The cost of maintaining a 
larger number of artefact relationships when a change occurs is 
identified as a major reason for the limited use of traceability in 
practice. Moreover, it is signified that the effort of maintaining 
artefact relations is considerably high though the number of 
artefacts is minimal. Hence, traceability maintenance, ensuring 
the correctness of traceability over time is significant to address 
[II]. Thus, proper identification of a feasible traceability 
maintenance approach could reduce the total cost and effort in 
the software development process.

The Rule-based approaches define rules based on the attributes of 
the artefacts to generate traceability links between different 
software artefacts. Then the traceability links maintenance is 
performed by rc-evaluating the rules. Furthermore, the rule-based 
approaches can be combined with event-driven approaches. Thus 
the traceability maintenance can be conducted in two phases: 
recognizing changes based on events, and re-evaluating the rules 
that governing link updates [12].

: can

2.3 Change Detection and Impact Analysis
Since software change is the central norm of today's mainstream 
SDLC, it is an utmost importance to cope with the changes 
properly to reduce cost regardless of the used software 
development model. A hypothesis-based change management 
with a traceability timeline in a feature-oriented manner is 
presented in [16], They have mapped important requirements as 
features and a change is addressed in the feature level

Change impact analysis (CIA) in software development detects 
the consequences of an artefact alteration on other parts of the 
software .system.-Generally,impact, analysis. is conducted.before 
or/and after a change implementation [17]. The benefits of 
piloting impact analysis prior to a change are understandability, 
change impact prediction and cost estimations. Therefore, 
conducting impact analysis after an execution of a change can be 
beneficial in tracing ripple effects, selecting test cases and 
performing change propagation. :
Different impact analysis methods are available in the literature. 
One such categorization is traccability-bascd and dependence- 
based [17]. The traccability-bascd CIA is narrowed in recovering 
the traceability links among software artefacts. Dcpcndencc- 

ased CIA is defined as estimating the change effects of a 
proposed change. Another categorization of CIA techniques is 
static impact analysis and dynamic impact analysis. Static CIA 
techniques consider all possible behaviors and inputs [IS]. Thus, 
contains a cost of precision though safe. Moreover, static CIA 
cciniqucs analyze the syntax and semantic dependencies ot a 

program cot e and construct intermediate representations using 
cal graphs and program dependency grapiis such as call grapHs- 

'« (>uaimc CIA techniques overcome this drawback by
impacSarefdemified*^teT* “C"C':’**
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more precise though less safe. !
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? 4 Change Propagation

feedback mechanism involved after each build script execution

IcciiorfoT tc'srcascs7'erc~[l 7]rWhefT airaltcratfohd 
essential to ensure that other related artefacts arc consistent as 
well. Change propagation considers the required new changes for 
other entities in the application to ensure the consistency within 
the system after an entity has been changed. Change propagation 
is mostly performed during the incremental changes.

An approach for change propagation in heterogeneous software 
artefacts by combining multi-perspective modeling and impact 
analysis is presented in [19], They have introduced a recursive 
change propagation algorithm that restricts the change 
propagations across dependency relation regardless of the type 
and limit size of the impact sets to be computed. Another 
technique is the use of a distance measure to control the 
propagation of changes to indirectly related artefacts by either 
terminating the change propagation or by prioritizing the impact 
paths based on their depth [20]. Furthermore, there exist 
probabilistic models, such as Markov Chains and Bayesian Belief 
Networks that model change propagations based on mathematical 
theorems [21] finis, contribute in computing the probability of 
an entity being impacted by a change in an artefact.

2.5 Consistency Management
The changes and refinements that occur in artefacts are not 
guaranteed to happen in a same speed and pace Therefore the 
consequences of each artefact change or refinement may not 
result in a uniform pattern. Some refinements may reflect and 
impact on other artefacts immediately. Thus, the stability among 
artefacts can become inconsistent and can fail in representing the 
expected software system solution. Consequently, that can lead 
to stakeholder dissatisfaction and system failure. Therefore, 
consistency management is essential to minimize efforts in 
software maintenance. Consistency management is the ability to 
preserve the synchronization among software artefacts along with 
the occurring changes [2]. Accordingly, an artefact alteration or 
the presence of outdated artefacts should consistently reflect on 
other affected artefacts before continuing in the software process.

A significant holistic artefact management framework that 
considers traceability in heterogeneous artefacts and the notions 
of change detection, change impact analysis and consistency 
checking has discussed in [2]. They have used different 
code impact analysis techniques to support software artefacts 
such as requirements in natural language, UML class diagrams 
and Java source code. The presented prototype has emphasized 
any artefact inconsistencies with solution options. However, Ik 
work is limited for non-distributed development environments.

.______ ______ ------------------ in* ,i.r.y,w«rin p.p*^
—failures—defying—ts—recommended best -pr-aetke—to- 
-preswve-Cl.-MoreoverTthe ratiohal^bf-verskfivcbntrollihg-usihg 

lhe scripts to control code rather than individual 
key methodology' in tracing software artefacts.

Tree

commands is a

DevOps broadens the view of software engineering paradigm by 
defining metrics that are understood 
measurement methods and tools, bring 
'everything to share

across teams, sharing 
in automation, measure 

among team members and by making 
performance part of agile stories [23]. DevOps is an approach in 
testing strategies that increases the organization throughput It 
has been a powerful selection for better results and in speeding 
up customer query processing due to the evolving tool support

Jenkins is a prominent DevOps tool that supervises regularly 
executed jobs. It is an open source, rapid, continuous integration 
server that generates a scenario where errors are being detected ai 
an early stage in the SDLC. The basic functionality of Jenkins 
server is to conduct a list of steps supported bv a triaeer [24] 
Puppet is another configuration tool in DevOps. that deploys 
micro-serv ices [25] There is a central configuration server that is 
polled by clients for making changes to the configuration [26} 
The configurations are described using a set of scripts defined in 
a Domain Specific Language (DSL). Docker is another open 
platform for building, shipping and executing distributed 
software applications even on a virtual machine or a cloud 
environment The existence of microservices has enriched by 
tools including Docker. It has made the containers or the objects 
that hold and transport data accessible for everyone easily [25J. 
Thus, the powerful utilization of Docker has reduced the 
deployment efforts in microservices. Travis [27] is a recognized 
distributed continues integration service that supports building 
and testing open source software projects. It encourages 
workings by tightly coupling to DevOps practices. Further, it 
performs automatic scheduled tests with GilHub repositories.

team

3. TRACEABILITY IN PRACTICE
3.1 Traceability Support Techniques
Figure I, illustrates a combination of existing techniques and 
approaches in the domain of traceability management, change 
detection, impact analysis, consistency management and 
continuous integration. It emphasizes the lack of specific 
techniques in traceability management in Cl rather than 
theoretical principles such as DevOps, probabilistic practices.

source

ChaA(« MKThMMd

Impact

Tr*c««M0tV

MMMfMMnt

Macmaon

7jff*

2-6 Continuous Integration
Continues Integration (Cl) is the repetitive integration process ot 
building and testing in a software process. It elaborates the 
frequent merging of the sole components of an application into a 
shared branch by preserving the healthiness of the code 
S>act of Cl is significant in reducing the risks 1,1 
development such as lack of deployable software, late disc D 
of defects and lower project visibility [22].Here, 1 
commits to the version control repositories are frcqucn > -
mto the Cl servers and applied build scripts to m .
^ee, The principal Single Source Pain, »««***£ 
having version control repositories such as 
erforce and Visual SourceSafe that allows to 

c°des from a single primary location [22].
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. Traceability support techniquesFigure 1access all source 
Also there is a
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. Evaluation of Iraccabilily support techniquesTable 1

LimitationsAdvantagesMcthods/ tccliniqucs followedTecliniquc Functionalities Weakness in recognition of 
structural changes. [3]

Idea! for artefacts such as
requirements, use eases and 
object models, f 11 ]_______

Rules based on artefact attributes.
Traceability maintenance is based 
on rule re-evaluation (11}______.

Rule-based Define rules in 
traceability links 
generation____ Weekly support for other ' 

types of artefacts.
Supports requirements and
source code artefacts. [3]Hypertext-

based
Support traceability 
maintenance.

XML
Markup specifications. [28]

Scalability issues when 
maintaining the dynamicily 
of the traceability. [291

Ability to maintain dynamic
links. [29]

Publish-subscribe relationshipEvent-based Automate trace link 
generation and 
maintenance.

mechanism.
Event-based subscriptions. [29]
Set of constraints arc provided that 
must not be violated by any
traceability link. [13]_________
Incremental transformation [12] 
Graph- transformation based 
methodologies. [14] ___________

Difficulty in referencing all
traceability links to 
constraints. [13]______

Most artefacts types can be
viewed as constraints on one

Constraint-
based

Support traceability 
maintenance

another. [13]
Not all software artefacts are
generated by model 
transformations. [12]

Beneficial for model basedTrans formati 
on-based

Support traceability 
maintenance. software systems. [12]

Lack of scalability and tool
support. [29]

Maintain the quality by 
assessing the impact of 
functional changes upon non- 
functional requirements. [29]

Soft goal Interdependency 
Graph (SIG).
Traceability matrix. [29]

Goal-centric
(OCT)

Manage change 
impact of non­
functional 
requirements.

visualization of the traceability links. Correspondingly, the 
DcvOps practices can be achieved in this framework.

A comparison of traceability management techniques is given in 
Table I. The major limitations are being restricted for few types 
of artefacts and insufficient tool support. Many techniques 
addiesses only the requirements and design level software 
artefacts. Thus, the artefacts in later phases ofSDLC such as test 
reports and configuration files are not extensively addressed.

3.2 Challenges in Traceability Management
The current software industry is still reluctant in adapting the 
traceability aspects in to the environments due to the above 
identified limitations. The major challenge is in building an 
automated tool for traceability support with a wide range of 
customizability and scalability [29]. It is important to consider 
most of the artefact types and development environments [12] 
Also it is challenging to visualize traceability management in a 
flexible way [30]. Many existing work lacks tangible direct 
advantages of traceability'management in software development 
Further, maintaining traceability links during continuous software 
evolution is challenging, as it is an endless and error prone task.
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4. PROPOSED FRAMEWORK
We propose a frame work: to'capture traceability management in 
continuous integration environment with DevOps practices and 
the high-level view is illustrated in Figure 2..The previous work of 
this research [6] [7] [8], SAT-Analyzcr, is primarily involved in 
this framework for extending with the proposed enhancements, 
which are shown in dashed line. Yet, the existing components of 
the SAT-Analyzcr, which are shown in filled colour arc still need 
enhancements to cater new software artefacts and considerations.

a

Figure 2. High-level view of the SAT-Analyzcr extension

5. CONCLUSION
Traceability management in a continuous integration environment 
is an important aspect in SDLC due to the risk of conflicts and the 
growth of software maintenance cost. This paper explores 
literature on traceability management, change detection, impact 
analysis, change propagation, consistency management an 
continuous integration. The main limitation in existing context is 
ack of sufficient tools and techniques. The existing tools are 

limited to certain types of software artefacts and development 
environments depending on the used programming languages or 
the design notations. Tims, the automation of traceability relations 
generation has become unachievable completely. Moreover, U>e 
support for traceability and continuous integration is important to 
be available throughout the SDLC, which is not complete, 
preserved in current practices. Thus, the necessity of a frame*** 
lor traceabUuy management and continuous integration to cow 
a DLL with DevOps practices is identified. Further, this PaP

This framework mainly considers software artefacts in Cl 
such as configuration files and test scripts. With the scheduler a 
scheduling algorithm will be implemented to automatically trigger 
the continuous integration along with traceability management by 
providing automation in a DevOps environment. The Cl process 
can be integrated with the DevOps tools such as Jenkins that 
supports build automation, versioning, triggering and distributed 
development [31]. Therefore, enables DevOps with rapid changes, 
collaborations, constant monitoring, Cl and delivery. Thus, the Cl 
component is compromised with change detection, change impact 
analysis, change propagation through the dependent artefacts and 
consistency management among the affected artefacts prior to ihe

process
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